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Abstract

This research is an observation study examining how children demonstrate computational
thinking and the concept of abstraction in their behaviour while working on programming
assignments in Hedy. For this research, participants of twelve or thirteen years old worked on
a set of assignments in pairs, in order to stimulate verbal discussion. To analyse the behaviour
of the students, the audio and the screen of the laptop they were working on were recorded.
Their behaviour was encoded using an operationalisation of the layers of abstraction model.
This model consists of four layers, being the problem layer, the design layer, the code layer
and the execution layer. We found that the problem layer occurred the least and mostly at
the beginning of the assignment. The design layer was used for different reasons. Some pairs
used it mostly for discussion, while others used it more for studying learning materials. The
code layer occurred the most and the students often switched between this layer and the
execution layer. In general, the students switched often between the different layers, which is
in agreement with literature. Some students discussed more than others and the concept of
indentation seems to be difficult to understand. Hedy seems like a promising tool to introduce
children to programming at an early age.



Contents
1 Introduction

2 Related Work

2.1 Computational thinking . . . . . . .. ... oL
2.2 Layers of abstraction . . . . . . . . ...
2.3 Teaching programming . . . . . . . . . . ... Lo
2.4 The incremental approach and Hedy . . . . . . .. ... .. ... ... ... ....
2.5 Abstraction in other programming languages . . . . . . . . . .. ... ... ...

3 Methodology

3.1 Participants . . . . . . ...
3.2 Procedure . . . . ..
3.3 Assignments . . ..o
3.4 Data processing . . . . . ... ..o
4 Results
4.1 Problem layer . . . . . . . .
4.2 Design layer . . . . . . e
4.3 Codelayer . . . . . .
4.4 Execution layer . . . . . . . . e
4.5 Other observations . . . . . . . ..
4.6 Discussion . . . . . . ... e
4.7 Limitations . . . . . . . e

5 Conclusions and Further Research

References

10
11
11
14
14
16

16

20



1 Introduction

Learning how to program is considered to be a difficult topic for inexperienced people | il ].
Dijkstra argued in 1989 already that programming should be viewed as a "radical novelty” and
the general approach of learning something new does not work properly for programming. He
also compares programming to ”creating and learning a new foreign language that can not be

translated into one’s mother tongue” | ]. Skills such as problem solving skills and logical
reasoning are perceived to be important to "survive in the information age” | |. However,
literature shows that many young students lack these skills | Il |. Programming is seen as
important knowledge to develop these skills | |. Nowadays, programming education is getting

increasingly integrated into the education of children of all ages and this requires programming tools.

Several programming languages and tools have been developed to support the introduction of
programming to children. This research is focusing on the programming language Hedy | ].
Hedy is a textual programming language, designed to help children learn programming step by step.
To conduct this research, students of twelve and thirteen years old have been observed while doing
assignments in Hedy. Many aspects of the workflow of students during an programming assignment
could be observed, but this research focuses on the cognitive process of abstraction, which is part of
computational thinking | |. In order to accurately transform the observations into behaviour
related to a certain use of abstraction, an operationalisation of the layers of abstraction model
will be used, based on the model used by Faber et al. | |. This model can be found in Table 3.

The goal of this research is to gain insights in how children learn programming using Hedy.
These insights can help in understanding if Hedy suffices in gradually introducing students to new
concepts. Finally, the results can be used to improve Hedy. A good way to assess how children
work on assignments in Hedy is to look at how children use abstraction in their observed behaviour.
This results in the following research question:

How do children demonstrate the layers of abstraction in programming exercises in Hedy and how
does this differ per level?

A total of eight students have worked on three different assignments in Hedy. These students were
grouped into four pairs, to stimulate verbal discussion during the assignments. While the students
were working on the assignments, their audio and screen were recorded for analysis.

The remainder of this thesis is organised as follows: Section 2 discusses related work, which contains
topics that form a basis for this research. Section 3 discusses how this research is conducted.
Section 4 describes the results. Section 5 concludes.

Finally, I want to thank my supervisors Fenia Aivaloglou and Felienne Hermans from LIACS for
their continuous support during my bachelor thesis. I have learned a lot during this period and it
was a pleasure to be a part of the PERL research group.



2 Related Work

Section 2.1 and Section 2.2 discuss the main concepts this research will examine in Hedy. Section 2.3
discusses the current situation of programming education and Section 2.4 discusses some background
theory about Hedy and how this language is designed. Finally, related work that has previously
used a similar method will be listed and potential differences will be discussed in Section 2.5.

2.1 Computational thinking

Computational thinking is a concept that has been broadly researched. A definition of computational
thinking that is frequently used in literature is the following:

”Computational thinking is the thought processes involved in formulating problems and their
solutions so that the solutions are represented in a form that can be effectively carried out by an
information-processing agent.” | | An information-processing agent refers to a subject that
can solve tasks given a set of instructions. As this definition suggests, computational thinking is a
way of analytical thinking in order to solve (computational) problems.

This concept originates in computer science, but literature suggests that computational thinking is a
fundamental skill that can be used outside of computer science as well. Therefore, it is also suggested
to integrate computational thinking into children’s education [ ]. Nowadays, computational
thinking is getting increasingly integrated into the curriculum of students of all ages. An exploratory
case study has been conducted on children of five to six years old solving programming problems
in a Logo-based environment | ]. Another study shows how children of four years old can
already learn aspects of, amongst others, computational thinking and robotics | ]. Besides
these examples, one study discusses the use of the tool CRISPEE to understand how children use
computational thinking in relation to life science and biology subjects [ |. This also shows how
computational thinking is getting increasingly involved in disciplines outside of computer science.

2.2 Layers of abstraction

Literature suggests that some terms should always be mentioned when proposing a definition for
computational thinking. These terms include abstraction, decomposition, algorithmic thinking,
generalisation and evaluation | ]. This research will focus on the term abstraction. Abstraction
can be described as a cognitive process that entails ”deciding what details we need to highlight and
what details we can ignore” [ ].

One of the models for the analysis of abstraction that literature has identified is the layers of

abstraction model (LOA) by Perrenet et al. | I ] and forms the basis for the model in
this research. Several publications have used this model as a basis for their own layers of abstraction
model, all focusing their research on children | Il Il |. The original abstraction

model consists of four layers [ Il ]:
e Problem layer: This layer discusses behaviour related to understanding the exercise.

e Design layer: This layer discusses behaviour related to designing a solution for the exercise
and expressing this in human language, without actual code.



e Code layer: This layer discusses behaviour related to translating the design of the solution to
actual code.

e Execution layer: This layer discusses behaviour related to the output of the code.

In order to assess how children use abstraction in their observed behaviour, we need an operational-
isation of the layers of abstraction model. The model used in this research can be found in Table 3
and is discussed in Section 3.4.

2.3 Teaching programming

Starting to learn programming is not just one skill or one set of skills that needs to be acquired.
Many different aspects come together while building a piece of code. When programming is taught
to inexperienced students, one should use a careful approach, in order to teach the students
programming with all its facets. To educate students in the best way possible, it is necessary to
indicate potential pitfalls that the students may encounter while programming.

Related work has identified two main reasons that contribute to programming being seen as a
difficult concept. The first reason is the absence of general problem solving skills. Programming
includes many computational problems, that require computational thinking to solve. If the general
solving skills are lacking, solving computational problems will be even more difficult | ]. This
issue will be discussed more thoroughly in Section 2.1.

The second reason is about conventional teaching methods being used by many introductory
programming courses to teach programming to novice programmers | |. For a significant
portion of students, these methods do not supply in the needs of the students to learn programming
in a good manner. It was found that teaching is frequently focused too much on teaching the
programming language and its syntax itself, rather than using the programming language to teach
what problems can be solved with programming. Though it is important to get used to how a
certain language and its characteristics work syntactically, knowing how to use these to create for
example an algorithm is of high importance as well | |. Education focusing more on the syntax
of a programming language introduces another problem. What programming language is best to
use for educational purposes? Many problems can be solved with various programming languages,
but some problems require a (group of) specific language(s). This means that it seems useful to
first teach students about required programming concepts using a programming language that is
suitable for education, before focusing on syntactical features of certain languages | ].

2.4 The incremental approach and Hedy

Many different approaches have already been discovered to assist novice students with their first
steps in learning programming. One of these approaches is the incremental approach, where a lan-
guage is divided into smaller sections. Each of these sections introduces new features and operators,
which enables students to learn a language more gradually | ]. This also enables students to
focus more on problem solving from the start instead of learning and remembering a lot of syntax.
The first time this method was introduced dates from 1977, by Holt et al. | |. They used



this method to teach the programming language PL/1', which IBM is still using today. Over the
years, the incremental approach has been widely applied on the teaching of different programming
languages. For instance, in 1985 PMS was created to help students learn the language Pascal
[ I ]. In 2016, Hong Huang discussed the importance of incremental teaching in the
language Java | |. These examples are only a small part of a bigger quantity of incremental
teaching applications.

In order to change the general perception of programming being difficult, it is necessary to make
learning programming easy and accessible by all ages. For this, it will be valuable to introduce
children to programming, in such a way that it is appealing to them. Scratch is a good example

of such a tool | ]. Scratch is a visual programming language, using blocks that can be
connected by children to create programs. As pointed out by the creators of Scratch, ”there is none
of the obscure syntax or punctuation of traditional programming languages” | ]. This

means that we need more tools, to aid children’s knowledge of other programming concepts.

Hedy? is a programming language that is designed to enable children to start learning programming.
Hedy is created by Felienne Hermans at the Leiden Institute for Advanced Computer Science
(LIACS). Hedy is a gradual programming language, which means that children can learn new
syntax and operators step by step. This approach is clearly in line with the incremental approach,
discussed earlier. Hedy consists of many levels, each introducing new features. Unlike Scratch,
Hedy is a textual language implemented in Python, hence young students are already getting into
contact with operators and features that are being used in professional languages | ]. From a
theoretical perspective, Hedy seems like a promising tool to teach children programming. In order
to test this practically, we will examine how children use computational thinking and what levels of
abstraction children reach while programming in Hedy.

2.5 Abstraction in other programming languages

Previous literature has used methods that are at least partially comparable to the method used in
this research. One study attempted to operationalise the layers of abstraction model described in
Section 2.2. This study conducted their research with five to six year old children. A significant
difference with this research is that they have used Cubetto for the programming, which is a
educational robot, where as this research uses Hedy, which is a textual programming language
[ |. Another study has roughly adopted the method of Faber et al.| | and used
this to observe the behaviour of ten to twelve year old children with a visual impairment using
the programming tool Sonic Pi | |. Besides the different programming language used, a clear
difference is that their study was focused on children with a visual impairment, where as the
children in this research have no visual impairment.

There has also been one study that observed how children interact with CRISPEE, which is a tool
for children to learn about genes and how they work with living organisms | |. Like in this
research, a significant part of the participants worked in pairs and the observed interactions of
the participants with the program were encoded to categories. However, their study focuses more

Thttps://www.ibm.com /products/pli-compiler-zos
https://www.hedycode.com/



on the possible interactions with the program, while this research focuses more on the cognitive
processes involved in those interactions.

3 Methodology

3.1 Participants

All students that participated in this observation study are first year HAVO/VWO high school
students (following the Dutch school system). The data collection was done during the programming
classes of the students, where they reached level ten of Hedy before the researchers arrived.

Observing the layers of abstraction in the behaviour of the students while they are doing the
assignments might be difficult if only the flow of programming is analysed. To improve the analysis,
students were asked to think aloud while programming. To stimulate this behaviour even more,
students did the assignments in pairs, so they would more naturally discuss what they are program-
ming. The teacher of the students made the pairs of students, taking into account whether students
could get along well or not. This improves their collaboration as well. Previous programming
experience was not considered while making the pairs, so this differed significantly across the pairs,
as can be seen in Table 1.

A total of eight students participated in this research. six of those students, grouped in pairs, did
the first and second assignment. The other two students participated in the third assignment, also
being grouped in a pair.

Pair | Age gender Programming experience | Assignments participated
1 12 & 13 | Both female | None 1&2

2 Both 12 | Both male | None 1&2

3 Both 12 | Both female | Both Scratch 1&2

4 12 & 13 | Both female | Scratch 3

Table 1: Information about the pairs of students that participated (shown for each assignment)

3.2 Procedure

Participating students did the assignment in a separate, isolated room on a provided laptop. The
students had access to a document stating the assignment at hand and a browser with Hedy opened.
After a short introduction, the students could start with the assignment. While the students were
working, the screen of the laptop and the audio was recorded. This recording will help to analyse
after the data collection which layers of abstraction occurred at what time during the assignment.
To observe the process of correcting mistakes, students were given as few hints as possible. Only
when the students were clearly stuck a hint was provided.



We obtained ethical approval for this research from the Ethics Committee of the Faculty of Science
of Leiden University, prior to collecting and analysing the data. The parents of the students received
a letter, where they were informed about the attendance of multiple researchers in the programming
classes of their child. This letter contained information about what the research entails and that
students are required for the experiments. It was clearly stated that participating in this research
is optional. Parents were informed that the audio and the screen would be recorded during the
experiments. This also included information about how the data is processed. Parents were asked
to give consent for the participation of their child in the research and the recording of the screen
and audio separately.

Before the students were assigned to participate in the research, they got a short introduction to
the research and why this research is conducted. Then the participants were taken from the group
that was willing to participate. The students were instructed on the details of the assignment and
the recording. There was room for questions before the start of the assignment and the students
were motivated to ask any questions they had, even if it was during the assignment.

3.3 Assignments

Many programming concepts are introduced to students via Hedy. For the best understanding
of how children approach computational problems using Hedy, we have decided to create the
assignments around the concepts of conditional statements, loops and logical operators, because
these concepts have been found to be difficult for novice programmers | I il ]. All
three assignments are roughly based on already available assignments in the different levels of Hedy.
Every assignment in Hedy consists of an example code block that the students can use to get to a
solution. To keep consistency with the lectures, the students were allowed to use the example code
block that was selected beforehand by us. Table 2 shows what levels of Hedy the assignments are
based on and what programming concepts are important in that level.

Assignment | Hedy level | Programming concept(s)

1 7-10 if-statements, repeat, For-loop
2 10 For-loop

3 13 And & Or statements

Table 2: The different assignments and associated concepts

Assignment 1

The first assignment asks the students to print the total score of eight thrown dice from the game
Pick-omino. In this game, the numbers one to five are on each die, including a 'rainworm’, which
equals five points. The first assignment can be solved in different ways, using different programming
concepts, such as a for-loop, or just if-statements. This freedom in solving the problem aims to
help the students get to a good solution.



Assignment 2

Since loops and the for-loop in particular are important concepts in programming languages, the
second assignment revolves around this concept. This assignment asks the students to take an order
in a restaurant for three courses, ask what the customer would like to drink and print the price of
the full dinner. There are no restrictions on the prices and what is on the menu.

Assignment 3

The last assignment is about ’and’ and ’or’ statements. Since the students did not have a lecture
about this concept before the experiment, they received a short introduction to the concept from
us. For this assignment, the students ask the user for their favourite (and possible second favourite)
football club. When the user answers 'Feyenoord’ or 'Sparta’, the students print "You are probably
from Rotterdam!”. When the user answers ’Ajax’ and "AZ’, the students print "You are having a
hard time picking!’. Note that since this assignment is given in Dutch, the statements to be printed
have been translated here from Dutch to English.

3.4 Data processing
Data collection

The data was collected in four sessions, spread over two weeks. While the students were working on
the assignments, their screen and audio was recorded. Observations will be extracted from both
what happened on the screen and what students discussed during the assignments. To transform
the observations into clear behaviours, we use an operationalisation of the LOA model, based on
the model used by Faber et al. | |. We have adjusted the expected behaviour section of
their model to represent behaviour occurring while using a textual language, instead of a physical
robot. This model is shown in Table 3. The behaviours stated in this model were determined before
the data collection took place. In combination with additional unexpected behaviours, this model
gives a complete view on the possible observed behaviours during these assignments.

Data analysis

The method used for the analysis of behaviour of the students is based on the method used by
Faber et al. | |. The constructed model contains a definition of each layer and behaviour
that we expect to see by the students per layer. With the use of this model, the observed behaviours
were encoded to the designated layer of abstraction. The observed behaviours will be presented
over an interval of ten seconds. A fifth layer will be added for behaviour that does not correspond
with any of the layers of the model.

Helping students has been listed in different ways, depending on the nature of the problem. Help-
ing students with small errors in their code was listed as behaviour in the code layer, since it
involved a discussion of the code. When the students were given a hint to get to the right solution,
this was listed as behaviour in the design layer, since this usually involved discussing the steps to
take to get to a solution. Other issues, such as issues with the laptop or Hedy were listed as unrelated.



To be able to make a good comparison of the abstraction between the different levels of Hedy
between the different pairs of students, we make a quantification of the observed behaviours. For
every pair in every assignment, we determined the frequency of each layer of abstraction and how
the students switched between the layers. This method results in line graphs, showing the time on
the x-axis and the different layers on the y-axis. The full analysis of the collected data and creation

of the graphs will be done using Microsoft Excel.

Layer

Layer definition

Expected behaviour

Problem layer

Behaviour related to under-
standing the exercise.

- Students discuss the start-
ing point of the exercise.

- Students discuss the goal
of the exercise.

- Students read the descrip-
tion of the exercise.

- Other

Design layer

Behaviour related to design-
ing a solution for the exer-
cise and expressing this in
human language, without ac-
tual code.

- Students discuss the pro-
gramming concept(s) they
need to use.

- Students discuss what steps
to take for the solution.

- Students look into previous
learning materials.

tion to actual code.

- Other
Code layer Behaviour related to trans- | - Write code.
lating the design of the solu- | - Read code.

- Discuss code.
- Remove code.
- Other

Execution layer

Behaviour related to the out-
put of the code.

- Run the code.

- Observe the output of the
code.

- Relate the outcome of the
code to what the students
expected.

- Predict the outcome of the
code, discuss what the out-
come of the code will be.

- Other.

Table 3: Layers of abstraction model




4 Results

The results of this research will be discussed divided over the different layers of the abstraction
model. These sections end with a paragraph comparing the different assignments. For all figures
discussed here, the numbers on the y-axis represent the different layers of the layers of abstraction
model. That is, one is the problem layer, two is the design layer, three is the code layer, four is the
execution layer and five is the extra layer for unrelated behaviour. As stated earlier, the behaviour
is analysed in a time interval of 10 seconds.

4.1 Problem layer

Students discuss the starting point of the exercise. This behaviour barely occurred during
the assignments. When this behaviour was observed, it was in the beginning of the recording, when
the students were discussing the assignment.

Students discuss the goal of the exercise. The students usually demonstrated this behaviour
to agree on what was expected from them in the assignment. Therefore it is no surprise that this
behaviour was mostly observed within the first couple of minutes. An example of this can be seen
in Figure 1. Pair one had some struggles with understanding what was required for this assignment,
so they visited the problem layer multiple times in the beginning of the recording.

Students read the description of the exercise. Reading what an assignment expects from you
as a student is a necessary step. This explains why this behaviour was observed in every recording
and mostly at the start. Occasionally this behaviour was also observed later on in the recording,
due to the students checking what the assignment or the statement to be printed was exactly.

The problem layer is about understanding the assignment, so it is understandable that behaviour
corresponding to this layer is mostly observed in the early stages of the recordings. What is also
remarkable, the problem layer is by far the least occurring layer out of the core layers (excluding

the unrelated layer in the graphs). In most cases when the problem layer was visited, the students
instantly switched to the code layer, which is unexpected.

Time passed
NS
B
2 v <
3 L L

Abstraction layer

Figure 1: Line graph describing the behaviour of pair one during assignment 1.



4.2 Design layer

Students discuss the programming concept(s) they need to use. Frequently when design
behaviour was observed, the discussion revolved around potential next steps. This usually included
a general approach, where specific programming concepts were rarely discussed.

Students discuss what steps to take for the solution. Discussing what to do is important
if you work in pairs and this behaviour was observed the most out of the options in this layer.
Though there are small differences, all pairs of students frequently discussed the steps to take. In
most cases, after discussing these steps a successful block of coding behaviour occurred.
Students look into previous learning materials. Previous learning materials can help under-
stand what is needed for a specific assignment. While all pairs used this tool to their advantage in
assignment 1, this behaviour barely occurred for assignment 2 and 3.

Something that stands out here is that behaviour related to design usually occurred over a
longer period of time, instead of students visiting design frequently. In most cases this was due to
the students thoroughly checking previous materials or discussing what to do next. The students
actually took the time they needed before moving on with the assignment. When comparing
assignment 1 to assignment 2, it showed that the students demonstrated more behaviour related to
discussing what steps to take for the solution in assignment 2 than in assignment 1. In-between
pairs, there was also a difference in usage of the design layer. As an example, comparing Figure 2
and Figure 3, we find that pair two visited the design layer more frequently than pair three, but
when pair three arrived in the design layer, they usually stayed there for a longer period of time.

Time passed
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Figure 2: Line graph describing the behaviour of pair two during assignment 1.
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Figure 3: Line graph describing the behaviour of pair three during assignment 1.

4.3 Code layer

The code layer is the most observed layer in this research. The obvious reason for this is the fact
that in this layer the actual solution of the assignment is created. Because of this, the code layer is
the connection between the design and execution layer. Figure 4 shows pair one being "stuck’ in
this layer. These students struggled heavily with understanding the concept of indentation. In some
situations, they had not enough indentation, in other cases they indented the wrong code. The error
messages they received because of these reasons did not push them in the right direction, often
resulting in the students trying eight or even twelve spaces of indentation, instead of the regular four.
In Figure 1 pair one also visited the code layer frequently to try and fix their code. The problem here
was related to the students using the repeat command, which they were taught earlier in the course,
instead of a for-loop. Hedy did not accept the repeat command in the current level of the assignment.

Write code. Writing code was the core behaviour of the assignments. Whether it was to write
new code or alter existing code, this behaviour occurred very frequent.

Read code. Reading the code usually happened in combination with other behaviour, such as
discussing the code. Because of this, reading code was rarely noted as independently occurring
behaviour.

Discuss code. All pairs discussed the code frequently, but pair two and three stood out. These
two pairs discussed their code many times during assignment 2. Their behaviour is shown in Figure
5 and Figure 6.

Remove code. In most cases, there was no need for the students to remove big chunks of code.
Usually, the code needed a few modifications, rather than a complete replacement. This resulted in
only a few observations during the assignments.

4.4 Execution layer

Run the code. This behaviour was mostly noted when the only observable behaviour that hap-
pened in a time interval was the execution of the code. It is very interesting that not all students
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Figure 4: Line graph describing the behaviour of pair one during assignment 2.
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Figure 5: Line graph describing the behaviour of pair two during assignment 2.
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Figure 6: Line graph describing the behaviour of pair three during assignment 2.
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showed this behaviour for the same reasons. For example, Figure 5 shows a fast alternation of the
code layer and the execution layer. This is because pair two used the execution option as a tool
to check whether they fixed the errors in their code. Now, when observing the data in Figure 7,
we notice only a couple of visits to the execution layer. This is mainly due to these students only
running the code when they were certain that the piece of code they created seemed good and
working code. When there were errors, pair four usually switched to the design layer, to discuss
what they need to do differently.

Observe the output of the code. This behaviour was mostly observed when students were
giving inputs to their program (via ’ask’ commands in the code) or looking at the output that was
printed. Observing the output of the code helped many pairs in fixing grammar mistakes in their
print statements.

Relate the outcome of the code to what the students expected. Verbal responses to the
output of the code were a key part of observed behaviour here. Statements like ”Huh” and ”How is
this possible?” show that this behaviour was usually demonstrated when the output of the code
was different than the students expected. Most of the times, this behaviour was followed up by
switch to the code layer, to fix the errors that were made in the code.

Predict the outcome of the code, discuss what the outcome of the code will be. Even
though discussing what the code will possibly produce seems a valuable piece of discussion, this
behaviour was not observed a single time. In many cases, one of the students in a pair would just
press the button to execute the code without discussing with their peer. When something was said
by a student prior to executing the code, it was usually a quote such as ”Let’s see whether this works”.

Some students use the option to execute the code significantly later than others. While some
pairs already execute code after three or four minutes, for example in Figure 2, other pairs only
execute the code for the first time after ten or eleven minutes (see Figure 4).
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Figure 7: Line graph describing the behaviour of pair four during assignment 3.
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4.5 Other observations

There are also some interesting findings in the results of this research that are not bound to a
certain layer. In later levels of Hedy, some previously taught commands are replaced by more
professional ones. An example of this is the replacement of the repeat command by the for-loop
concept. Not all students realised this, resulting in some pairs being stuck with errors in their code.
Figure 1 shows this issue around nine minutes. Here the students needed some assistance from the
researcher, in order to continue the assignment. This is a good example of students suffering from
prior knowledge.

The design layer seems like a necessary step to take from a theoretical perspective, in order
to solve the assignment at hand successfully. It is interesting to see that not all pairs used this layer
as frequent as others. It seems like the pairs that visited the design layer more frequently were able
to make progression faster than the pairs that did not.

4.6 Discussion
Problem layer

The problem layer was mostly observed in the beginning of the assignments. A reason for this
could be that the assignments were easy to understand, which takes away the need to discuss what
is expected from the students. Looking at the research of Faber et al. | ], these findings
correspond with their results. In their research, the children only visited the problem layer once
every assignment. The fact that the problem layer is the least occurring layer in this research
not only corresponds with Faber et al. | |, but is also observed in the research of Bolt | ].

In the majority of the recordings, students switched from the problem layer to the code layer,
instead of visiting the design layer first. This does not match exactly with related work, but this
research also registered more behaviour in the problem layer than related work did. Since the
assignments seem easy to understand, students might know where to start immediately after reading
the assignment, which might explain why students switch to the code layer after the problem layer.

Design layer

The pairs used the design layer for different reasons. Where one pair used it more to look in to
previous learning materials, some students used it more to discuss what steps to take for the
solution. This results in varying use of the design layer in the figures, but also explains why some
students, such as pair three, stayed in the design layer longer. The students also discussed the steps
for the solution more in assignment 2 than in assignment 1. A reason for this could be the level and
nature of the assignments. Assignment 1 was more like a general task to solve, where as assignment
2 was more story based and required more print statements and input from the user.

The students regularly switched back and forth between the code and the design layer. Vari-
ous reasons could apply here. When students find mistakes in their code, they might return to the
design layer to discuss what to do or look into previous materials. Students will often switch from
the design layer to the code layer when they think they have found a solution for the assignment.
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This continuous switch between these two layers is also found by Faber et al. | | and Bolt

[Bol21].

Code layer

The code layer was the most observed layer in this research. While this matches roughly with
related work [ il ], the students in this research spent even more time in this layer in
this research. This could be due to Hedy being a textual programming language, where as other
studies have used different tools, such as robots. Another thing that matches with these studies is
the regular switch between the execution layer and the code layer. After finding errors in the code
by executing it, students usually switched to the code layer to fix the errors. This shows behaviour
related to debugging.

Execution layer

Behaviour related to discussing what the output of the code will be is the only behaviour stated in
Table 3 that has not been observed during the assignments. This could be due to the computational
complexity of the assignments. For example, solving an algorithmic problem using recursion is
a computationally demanding task. The students working on such an assignment will probably
discuss potential outputs more often than the students needed for the assignments in this research.
This might also explain why the design layer is not used as often as one might expect beforehand.

Other observations

Table 3 was created before the data collection, so this model has not been influenced by any of the
results found in this research. It is good to notice that no behaviour that was not included in this
model has been observed during the assignments.

In general, all pairs switch frequently between the different layers. It rarely happened that a
pair stayed in the same layer for longer than 2 minutes. This rapid alternating of behaviour matches
with Faber et al. | | and Bolt | ], despite using a significantly different tool and group
of participants.

Pair one had more difficulties with the understanding of programming concepts than the other
pairs. In assignment 2, they struggled significantly with fixing the errors regarding indentation and
in assignment 1 they did not use the concepts that they were taught latest (for-loop instead of
repeat command). As stated in Table 1, this pair did not have any experience with programming
so far, so this course on Hedy was their first encounter with programming. This could explain their
difficulties in understanding the concepts they struggled with.

Hedy specific observations

Some observations found in this research are related to the contents of Hedy and will probably not
be observed in other languages. One of these observations is the difficulty students had with the
repeat command and for-loops. The repeat command is not used in most professional languages,
but it is used in Hedy to introduce students to for-loops. The difficulties students had with this
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could happen because they do not see that the for-loop is a substitute for the repeat command.
They might just use repeat since that is what they are used to.

Another concept specific to Hedy is the additional example code provided in every level. When
students demonstrated behaviour related to looking into previous materials, this was always to
view the example code that was available. Since this is not available in other languages, students
might show different behaviour instead of the behaviour described here.

4.7 Limitations

There were some limitations during this research. This research only has a limited number of
participants, due to time constraints and not all parents giving permission for their child to
participate in research. This resulted in a smaller group of students from whom data could be
collected. Secondly, due to time constraints, some students could not finish the last details of their
assignment. Though this might influence the results, it has been ensured that all students at least
finished the most important parts of the assignment. Another limitation is the varying degree of
programming experience, prior to starting with Hedy. Since some pairs had no prior experience
and some had experience with Scratch, this difference could influence the results of this research.
Associated with this is the fact that all students were already familiar with Hedy up until level 10.
This will likely give different results than examining students that have never worked with Hedy
before. The last limitation is the limited number of assignments in this research. It is difficult to
completely cover all the content of Hedy in three assignments, so more assignments are necessary
to make a more extensive comparison.

5 Conclusions and Further Research

This research was conducted to find answers to the question how children navigate the layers of
abstraction while working on programming exercises in Hedy. Children rapidly switched between
the different layers of the abstraction model. However, the students regularly stayed in a certain
layer when this was necessary. As an example, multiple pairs took their time to discuss the next
step of the solution or look into previous learning materials. While the problem layer was mostly
observed in the beginning of the exercise, the execution layer occurred everywhere, sometimes early
in the assignment, sometimes relatively late. Students spent the most time in the code layer, where
the solution is transformed into code. Usually when the students ran their code, a visit to the code
layer followed to fix errors in the code. Some pairs had more trouble with the correct use of some
of the programming concepts than others, but in the end all students reached a decent solution.
Hedy appears to be a good and promising programming tool to help children learn programming.
In this way, children get familiar with the skills and concepts of programming that are necessary in
professional programming languages.

There is still plenty of room for future research to build upon this research. While this research
gives insights in how children work on programming assignments in Hedy, it would be interesting to
make an extensive comparison with children working on assignments in professional programming
languages. This will create the opportunity to analyse possible differences between working with a
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tool like Hedy and working directly with a language like Python or Java. Since the operationalisation
of the LOA model, used in this research, captured all observed behaviour, this model can be used
in future work to make the comparison with other languages.

Another concept that would be interesting to examine in combination with this research is the
positive or negative transfer of prior knowledge while working in Hedy. In this research, only a
couple of clear situations of a negative transfer of prior knowledge were observed, so it would be
useful to research this more thoroughly. To improve this research further, more participants could
be selected for future research to extensively investigate the use of computational thinking by
children in Hedy.
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